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ABSTRACT: Reverse Engineering is focused on the challenging task of understanding legacy program code without having suitable documentation. Using a transformational forward engineering perspective, much of the difficulty is caused by design decisions made during system development. Such decisions “hide” the program functionality and performance requirements in the final system by applying repeated refinements through layers of abstraction, and information-spreading optimizations, both of which change representations and force single program entities to serve multiple purposes. The demand by all business sectors to adapt their information systems to the web has created a tremendous need for methods, tools, and infrastructures to evolve and exploit existing applications efficiently and cost-effectively. Reverse engineering has become the most promising technologies to combat this legacy systems problem. Following the transformational approach we can use the transformations of a forward engineering methodology and apply them “backwards” to reverse engineer code to a more abstract specification. This paper presents reverse engineering program comprehension theories and the reverse engineering technology.
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I. INTRODUCTION

Engineering practice tends to focus on the design and implementation of a product without considering its lifetime. The notion of computers automatically finding useful information is an exciting and promising aspect of just about any application intended to be of practical use [11]. However, the major effort in software engineering organizations is spent after development [3,19] on maintaining the systems to remove existing errors and to adapt them to changed requirements. Unfortunately, mature systems often have incomplete, incorrect or even nonexistent design documentation. This makes it difficult to understand what the system is doing, why it is doing it, how the work is performed, and why it is coded that way. Consequently mature systems are hard to modify and the modifications are difficult to validate. Chikofsky and Cross defined reverse engineering to be “analyzing a subject system to identify its current components and their dependencies, and to extract and create system abstractions and design information” [5]. Current reverse engineering technology focuses on regaining information by using analysis tools [2] and by abstracting programs bottom-up by recognizing plans in the source code [6,8,10,20]. In corporate settings, reverse engineering tools still have a long way to go before becoming an effective and integral part of the standard toolset that a typical software engineer uses day-to-day.

Mainly the reverse engineering is derived for a) legacy code is written using rather tricky encodings to achieve better efficiency, b) all the necessary plan patterns in all the variations must be supplied in advance for a particular application, and c) different abstract concepts map to the same code within one application. Even more important, the main reason for doing reverse engineering is to modify the system; understanding it is only a necessary precondition to do so.

II. FORWARD ENGINEERING

In current forward engineering practice informal requirements are somehow converted into a semi-formal specification using domain notations without underlying precise semantics. The program then is constructed manually from the specification by programmer. Hidden in this creative construction of the program from the specification are a set of obvious as well as non-obvious design decisions about how to encode certain parts of the specification in an efficient way using available implementation mechanisms to achieve performance criteria.

Over time the program code is modified to remove errors and to adapt the system to changed requirements. The requirements may change to allow usage of alphanumeric keys and to be able to handle large amounts of data. Unfortunately, often these changes take place without being reflected correctly in the specification. The gap between the original specification and the program becomes larger and larger. The result
is a program code without a proper specification and with untrustworthy design information. The code becomes
difficult to understand and, thus, difficult to maintain. To overcome this deficiency, it is important to change the
specification first and then reflect the changes in the program code. A necessary precondition for this is to have
reliable information about the relationship between the specification and the program code. There are two
known approaches to reduce the gap between the specification and the program.

The first one is the development by stepwise refinement introducing intermediate descriptions of the
system between the specification and the final program code. The intermediate descriptions should reflect major
design decisions during the construction, which helps to understand the software and its design. However, this
approach has some important drawbacks: the development steps are still manual, they are too large not to
contain hidden design decisions, and there is no rationale directly associated to the steps [21].

The second approach is the transformational development of system where the fairly large manual
development steps are replaced by smaller formal correctness-preserving transformations each of which reflects
a small design decision or optimization. A necessary prerequisite for this approach is to have a formal
specification which may contain domain notation by giving them a precise underlying semantics. Based on this
the program code can then be derived by making small implementation steps using formal correctness-
preserving transformations leading from more abstract specifications to more concrete specifications. The final
program code then is correct by construction with respect to the formal requirements specification.

III. REVERSE ENGINEERING

If all existing system had been developed using a transformation system recording the design and its
rationale there would be no need for reverse engineering. However, we have to make a concession to reality. A
huge amount of conventionally developed system exists and these systems have errors and continual demand for
the enhancement of their functional and performance requirements. Modification is a necessity. This means that
there is a fundamental need to understand them. As they are often badly designed and have an incomplete,
nonexistent, or, even worse, wrong documentation without any design information, this is a challenging task.
The reverse engineering allows addition of further plans, realizing patterns, and possibly further intertwining
rules to enable a plan recognizer to detect the actual realization that can be found in the code. Thus, the reverse
engineer not only has to provide the plan pattern for the actual realization of a plan but also the transformations
and the justifications for applying them. As an alternative approach, the same effect can be achieved by using
small transformations backwards and abstract the code step by step. So that the ends result of which is an
abstract plan corresponding to the given code. In essence, the transformations applied backwards “jitter” the
code into a form in which canonical plans are more easily found. Such an abstract plan may already exist in the
system or may be new domain knowledge developed during the reverse engineering process. Doing so then
avoids the need for repeatedly reverse engineering the system over its lifetime, caused by the continuous
modification of its code.

IV. CODE REVERSE ENGINEERING

In current era of research, the focus of both forward and reverse engineering is at the code level.
Forward engineering processes are geared toward producing quality code. The importance of the code level is
underscored in legacy systems where important business rules are actually buried in the code [23]. During the
evolution of system, change is applied to the source code, to add function, fix defects, and enhance quality. In
systems with poor documentation, the code is the only reliable source of information about the system. As a
result, the process of reverse engineering has focused on understanding the code. However, the code does not
contain all the information that is needed [24]. Over time, memories fade, people leave, documents decay, and
complexity increases [1]. Consequently, an understanding gap arises between known, useful information and the
required information needed to enable software change. At some point, the gap may become too wide to be
easily spanned by the syntactic, semantic, and dynamic analyses provided by traditional programming tools.
Thus when focused only at the low levels of abstraction, the big picture behind the evolution of a system get
overlooked [17].

Reverse engineering has typically been performed in an ad hoc manner. To address the technical issues
effectively, the process must become more mature and repeatable, and more of its elements need to be supported
by automated tools. The subsystem view to present this information should not require tedious manual
manipulation. Instead, the mapping between responsibility and components should be consulted and a script
would then generate the required view, with the option for minor, personal customization by the user. Such a
script is an instance of a reverse engineering pattern [18], a commonly used task or solution to produce
understanding in a particular situation. By cataloging such patterns and automating them through tool support,
the maturity of the reverse engineering process can be improved.
V. DATA REVERSE ENGINEERING

Most systems for business and industry are information systems, i.e. they maintain and process vast amounts of persistent business data. While the main focus of code reverse engineering is on improving human understanding about how this information is processed, data reverse engineering tackles the question of what information is stored and how this information can be used in a different context. Research in data reverse engineering has been under-represented in the software reverse engineering arena for two main reasons. First, there is a traditional partition between the database systems and software engineering communities. Second, code reverse engineering appears at first sight to be more challenging and interesting than data reverse engineering for academic researchers.

Recently, data reverse engineering concepts and techniques have gained attention in the reverse engineering arena. Researchers now recognize that the quality of a legacy system’s recovered data documentation can make or break strategic information technology goals. The increased use of data warehouses and data mining techniques for strategic decision support systems [23] have also motivated an interest in data reverse engineering technology. Incorporating data from various legacy systems in data warehouses requires a consistent mapping of legacy data structures on a common business object model.

VI. REVERSE ENGINEERING TOOLS

Techniques used to aid program understanding can be grouped into three categories: unaided browsing, leveraging corporate knowledge and experience, and computer-aided techniques like reverse engineering [26]. Unaided browsing is essentially “humanware”: the engineer manually flips through source code in printed form or browses it online, perhaps using the file system as a navigation aid. This approach has inherent limitations based on the amount of information that a engineer may be able to keep track.

Leveraging corporate knowledge and experience can be accomplished through mentoring or by conducting informal interviews with personnel knowledgeable about the subject system. This approach can be very valuable if there are people available who have been associated with the system as it has evolved over time. They carry important information in their heads about design decisions, major changes over time, and troublesome subsystems. However, leveraging corporate knowledge and experience is not always possible. The original designers may have left the company. The software system may have been acquired from another company. Or the system may have had its maintenance out-sourced. In these situations, computer-aided reverse engineering is necessary. A reverse-engineering environment can manage the complexities of program understanding by helping the engineer extract high-level information from low-level artifacts, such as source code. This frees engineers from tedious, manual, and error-prone tasks such as code reading, searching, and pattern matching by inspection.

VII. EFFECTIVENESS OF REVERSE ENGINEERING TOOLS

Reverse engineering tools seem to be a key to aiding program understanding. In both academic and corporate settings, reverse engineering tools have a long way to go before becoming an effective and integral part of the standard toolset a for day-to-day usage [13]. Perhaps the biggest challenge to increased effectiveness of reverse engineering tools is wider adoption. While there is a relatively healthy market for unit-testing tools, code debugging utilities, and integrated development environments, the market for reverse engineering tools remains quite limited.

In addition to awareness, adoption represents a critical barrier. Most people lack the necessary skills needed to make proper use of reverse engineering tools. The art of program understanding requires knowledge of program analysis techniques that are essentially tool-independent. Since most programmers lack this type of foundational knowledge, even the best of tools won’t be of much help. From an integration perspective, most reverse engineering tools attempt to create a completely integrated environment in which the reverse engineering tool assumes it has overall control. However, such an approach precludes the easy integration of reverse engineering tools into toolsets commonly used in both academic research and in industry.

VIII. EVALUATING REVERSE ENGINEERING TOOLS

Many reverse engineering tools concentrate on extracting the structure or architecture of a legacy system with the goal of transferring this information into the minds of the engineers trying to maintain or reuse it. That is, the tool’s purpose is to increase the understanding that software engineers or/and managers have of the system being reverse engineered. But, since there is no agreed-upon definition or test of understanding [14], it is difficult to claim that program comprehension has been improved when program comprehension itself cannot be measured. Despite such difficulty, it is generally agreed that more effective tools could reduce the amount of time that maintainers need to spend understanding the programs that are being maintained. Coarse-grained analyses of these types of results can be attempted. There are several investigative techniques and empirical studies that may be appropriate for studying the benefits of reverse engineering tools. The main
techniques applied to the evaluation of reverse engineering tools are expert reviews, user studies, field observations, case studies, surveys etc.

**IX. CONCLUSIONS**

Adoption of reverse engineering technology in industry has been very slow. So the reverse engineering is performed to maintain legacy code. Therefore, it should not be focused on program understanding but on system maintenance instead. This should be done in a way that frees us from reverse engineering a system again and again because of modifications made to its code over time. Researchers will continue to develop technology and tools for generic reverse engineering tasks, particularly for data reverse engineering but future research ought to focus on ways to make the process of reverse engineering more repeatable, defined, managed, and optimized. For large evolving systems, forward and reverse engineering processes have to be integrated and achieve the same appreciation for product and process improvement for long-term evolution as for the initial development phases. It is tough to predict all needs of the reverse engineers and, therefore, tools must be developed that are end-user programmable. Pervasive scripting is one successful strategy to allow the user to codify, customize, and automate continuous understanding activities and, at the same time, integrate the reverse engineering tools into personal development process and environment. Infrastructures for tool integration have evolved dramatically where as it is expected that control, data, and presentation integration technology will continue to advance at amazing rates. Even if we perfect reverse engineering technology, there are inherent high costs and risks in evolving legacy systems. Developing strategies to control these costs and risks is a key research direction for the future.

The premise that reverse engineering needs to be applied continuously throughout the lifetime of the software and that it is important to understand and potentially reconstruct the earliest design and architectural decisions has major tool design implications.

Reverse engineering has to be focused on design recovery. As we need sophisticated tool support to perform system maintenance efficiently, the recovered design has to be based on formal methods.
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